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I wish this post existed when I was struggling to add interactive plots to my Shiny app. I was mainly focused on recreating functionality found in other “dashboarding” applications. When looking for options, I found that [htmlwidgets](https://www.htmlwidgets.org/) were the closest to what companies usually expect. However, while they are great for client-side interactivity, I often hit walls with them when I try to add click-through interactivity because the functionality is either not there, is very limited, or is bloated. With r2d3 there is more work, but the gains in customization and interactivity make it by far the best choice, in my opinion.

I asked a good friend at work to help me test the sample app provided in this post. She was able to run it easily, but then told me that she didn’t know that she was supposed to click on things. Adding interactive plots is one of the most important capabilities to include in a Shiny app. Sadly though, it seems that very few do it. If we wish to offer an alternative to enterprise reporting and BI tools by using Shiny, we need to do our best to match the interactivity those other tools seem to offer out of the box.

**The sample app**

I put together a sample app that should run in your R session by simply copying the code. This will allow us to focus on the details of the approach, and not on the setup.

A working version of the app is available here: [Shiny-r2d3-app](https://beta.rstudioconnect.com/content/3940/)

In this app, we can click on the bars and see the DT object update based on the value of the bar. When the drop-down changes, the plot will update with a nice transition, as well.

**“D3 is hard”**

The title is a quote of a luminary in the R community. A few months ago, I told him that I wanted to start using r2d3 but was struggling with making heads or tails of D3. This person has forgotten more than I will ever learn about pretty much any subject. If he says it’s hard, then I’m in for a world of hurt. Nevertheless, my naivete and stubbornness prevailed.

I’ve since discovered that D3 is a language with which the desired result can be obtained by using one of several coding approaches. The more I learn to use it, the more I like its flexibility as a stand-alone visualization language.

One thing that helped was to realize that D3 and ggplot2 are similar in the amount of flexibility they offer. Picture that what you are drawing for a bar plot are the actual rectangles, almost as if you’re using geom\_rect(). Except that in D3, the 0,0 coordinates are top/left, as opposed to bottom/left, so we have to flip our thinking upside down when we create a visualization with D3. In addition, the vertical and horizontal positions and sizes are expressed in fractions (read: percentages), so there are no absolute positions.

**A good way to start**

After trying out several approaches, I think that a good way to start is by having a few “primer” D3 scripts that can be modified to suit a particular app.

r2d3 calls a D3 script with a .js extension. As a result, the D3 code sits outside the R script, away from view. With r2d3, a data.frame can be used to pass all sorts of attributes (x/y coordinates, colors, etc.) to D3.

A good way of thinking about these “primers” is that you are building your own geoms as .js scripts. So, once it’s done, you can pass the regular “right-side-up” coordinate data to r2d3 and it will know how to calculate the proper offsets to place the shapes in the correct spot.

**A first primer**

The idea in this section is to provide the smallest possible example that covers what I feel are the most important pieces that make up a presentable and functional product. My hope is that, if you find this interesting and useful for your line of work, you will take your time to dissect what each code section does, to learn the principles of this approach. This way, you can customize and even expand on the primer.

The first example below is not the full primer. Instead, it is the section where most of the nuances of how the primer works exist. I’ll use that to explain some of the mechanics.

You can copy-paste the following code in your R session and run it without worrying about file dependencies. I know how important that is when learning new things, so I’m using a small workaround to providing r2d3 a separate .js file by saving the contents of a character variable that contains the D3 script into a temporary file. This is probably not something that you’ll do in a final Shiny app, but it works well for this example. Based on how the R Views’ code highlighter is setup, all of the D3 code will be in red, and the R code mostly in black:

library(shiny)

library(dplyr)

library(r2d3)

library(forcats)

# D3 code inside an R character variable

r2d3\_script <- "

// !preview r2d3 data= data.frame(y = 0.1, ylabel = '1%', fill = '#E69F00', mouseover = 'green', label = 'one', id = 1)

function svg\_height() {return parseInt(svg.style('height'))}

function svg\_width() {return parseInt(svg.style('width'))}

function col\_top() {return svg\_height() \* 0.05; }

function col\_left() {return svg\_width() \* 0.20; }

function actual\_max() {return d3.max(data, function (d) {return d.y; }); }

function col\_width() {return (svg\_width() / actual\_max()) \* 0.55; }

function col\_heigth() {return svg\_height() / data.length \* 0.95; }

var bars = svg.selectAll('rect').data(data);

bars.enter().append('rect')

.attr('x', col\_left())

.attr('y', function(d, i) { return i \* col\_heigth() + col\_top(); })

.attr('width', function(d) { return d.y \* col\_width(); })

.attr('height', col\_heigth() \* 0.9)

.attr('fill', function(d) {return d.fill; })

.attr('id', function(d) {return (d.label); })

.on('click', function(){

Shiny.setInputValue('bar\_clicked', d3.select(this).attr('id'), {priority: 'event'});

})

.on('mouseover', function(){

d3.select(this).attr('fill', function(d) {return d.mouseover; });

})

.on('mouseout', function(){

d3.select(this).attr('fill', function(d) {return d.fill; });

});

"

# Save D3 code into a tempfile

r2d3\_file <- tempfile()

writeLines(r2d3\_script, r2d3\_file)

# Shiny app starts here

ui <- fluidPage(

d3Output("d3")

)

server <- function(input, output, session) {

output$d3 <- renderD3({

gss\_cat %>%

group\_by(marital) %>%

tally() %>%

arrange(desc(n)) %>%

mutate(

y = n,

ylabel = prettyNum(n, big.mark = ","),

fill = "#E69F00",

mouseover = "#0072B2"

) %>%

r2d3(r2d3\_file)

# ^^ Use the temp file containing the D3 code

})}

shinyApp(ui = ui, server = server)

The result should look like the screenshot below. In your R session, hovering over the bar will change the color. Also notice that the bars do not cover the entire window. This is because there are limits placed in the way of ratios within the functions used on the top of the script.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAccAAAD+CAMAAAB4ID5RAAAAA3NCSVQICAjb4U/gAAAASFBMVEX////o6Ojs7OzAwMDx8fHg4OD39vTmnwD9/f35+fmkpKTV1dXLy8u2travr6+bm5v23aXopBjlnADww2Tj39byzHj668ruuk+EeKCdAAAIpElEQVR4nO2dgXaiSBBFhSgDiTomc2L+/0+XhgYajNrW0lCW9xKzO3PWJMPd11VdI7jZAAAAAAAAAACAYUpYBeSZIFDwPxxuSlQqoRfxsEckKmLThqo5HoriRGJVU3IsfLiT/ovTaI2jKFawOmEwYxM5chhaLDgWPq64jBIZLKmhP1iLwecjiRzW1M6hY1tsYQ3cmW9tjjMZE8dQo3MYkPNY9DHYbFSWVXQifRrdc6o+h3lD1n3isdwjz73QLpORgQzjGEjMYCUam15k0SXyfiDbPHbe2X6sS3Pmi1qmN9n/3r1ADs4mdmEd6jNf7VwsncpB5D0jTQKbXeMyPybcp9rtWpOjRN5+ThfHAo9q2O52jcm8XVrLWI/1f1ngUQ/Fx4cX2SXynse+OuJREcX+ozHZJDLOo29W3cYxwc9zssd5gQ5wu/9N5K1nDHlM4LE8f9rje4F1a/vWi6xX1iiPm05jijyePv/8+fKHjU9/vpbxWIvcO5FtIO8vrGW/rKbyaIwlPJbbw9tb63HXLax3Olafx9pjnsDjGY8i8kMv0gUyYmHtq2MSj+RRRn6sPTqR0Qury2Pjsa6n8/88eJSRHYNADh5vPKPPYwqPJeuqjOzoRAYei7g8FuQxlmU8vh+Ph2Bh9R5vPGPIY4bHGJbzWAfS7SEDj7fyWKbMI+uqjOz9vV9YH8ljQR5jWWT/6DwegwIZncctHiNZJo9/fYEMGp0V80i/KqT2+P6LR/I4H+vksVo1j3iUUV7J462nOI9FqjyyrsroPe6HgU5UHllXY1nE4+4ij1H9arI84lGGMI9FlcYj/arwvF3xSL86H6rziMdoNNfHZHlkXZVBHpOzbB6pj6l40Tx+mWOdec66c4DzP3ucFng9uXDfkSyPm1Vud5GWJS4MvVIfbzwjbR6Xv81Zgj/DCmjL4/n0vfCR4EW4K/Dy+8fP8/x/iBXQ16/iUQDzVRseteVx+b/vMOJRW30kjzKU5RGPQrTNV1lXZZBHEx6vzVepj0+GsjzSrwrRVh/JowxlecSjEG37R9ZVGeTRhMdr89VbT6E+KuTSY9R1c/SryrhSH288gzxqRNvrAfAoQ9v+kXVVBv2qCY/MV2141JZH+lUh2uojeZShLI94FMJ81YZHbXk8fy+NCY/q5qsgQ9s8Z67rdBL8ZKpRVx+/n+aSQ1Voq4/z9KuLXMqtCm37x3n61a9vG1fDxUMeTXDtfo9PPs95OY/a8jjTfPX1PGqrj3PlkfpIfXxG1O0fyaMIq3l8MY9G7w/wch615XG2fvXVPGqrj/Q5MpTlkXVViLb9I3MAGeTRBOruv4pHGcrySL8qRNv9V8mjDG2vz8GjDG37R9ZVGcrqI3MAGcxXjaAsj7weQIi2+kgeZSjLI/VRiLb5anGahTOvJ183jyBC3f0Byri3Gpr/Gz85wrlcuusf//1E8HKX4dxF3/4x5p34/uFxgrb6GNev4nGKtv1j3BwAj1PIowmedL6KxynK+tXI+Soep2jbP5JHGdRHG2ibr7KuyiCPJlA3X8WjDPpVG7B/tAH10QbMV21AHk2g7v6reJQhnAPQryrjOa9/xOOU57zeCo9TmK/agH7VBMxXjcB81Qb65qsxfONxgrb6WJwvOP3ywOMEbfPV6fuw1D+M+63RY4PFC7TlsazDtg0+uCInCnWvXz3/fLqj+/g5zf8tTKKsX3X7jq+hL/36xGMc2vePeIxDWX282D/iMQ5t89VJHllXI1GWR9ZVGermq2fyKEJhv0oeBWjbP1IfZSirj/SrQrTNV8mjDGV5pD7K0DdfJY8i6FdtoG3/SH2Uoaw+0q8KYb5qA2V5pD7KUPf+VvSrMpRdb0UehWjbP1IfZSirj/SrQpiv2kBZHqmPMhTOV8P7kJPHWNTNV3/GV+TgMQ5t+8fyfC7Cg+sC4tBWH0GGtvdHrl7tDcZmQtv9Os7n+b/mC6Dv9atcoipCW7+KRxnq9o94FKGtX8WjDG3zVTzKII8m0DdfxaMI+lUbsH+0AfXRBtpev4pHGeTRBMxXjUC/agP2jzagPtqA+aoNyKMJmK8agX7VBuwfbUB9tAHzVRuQRxMonK/O/zVfAW39Ku+xIuNyXS3WfT8dEKGtPoIMbfNVkEEeTaBuvgoy1PWrIELb/hFkUB9toG2+CjLIownUzVdBBv2qDdg/2oD6aAPmqzYgjyaQ96sFHjVx6bFY9T6BIMLl8fiLR/L4ZHiP+4fvo4tHTZSZW1YDjwUen5LQYzZ4vLuu1gUyz/GohsyXx2bb8YDHus/Z4lEPWdjmZNuIdXXT5RGPisi6OA7tauy6unXpbXKZZ44drEWWfbjqeOnxlnrv0TU6tbuPj/3+7e1wOB6P746/sCzNWT+GGv22I6pf9ZO53Uhka7LVySP5o8Od+Vajj+PQ5kRtPMJAepG1ykAmpObYSKwt1hp9HCPL46hA9oFsTR6OXiYsQnu2D53FWuNkWb190VPvsQukF9mohIV5ayxONMZ4LLuFtWg61U5kaxKW49D/276rjYHHu3EcdzpZu7S2KmuZ6FyWRmEbxo/dI3HsA1n5QHYivUlYHi9xqvHeNcFBILtEepWtT/fBkf4IaS26PUe0x7IcicyHWU74dXkkfwwGvUWXxkBjTB6dx0AkU7mVyXwYW41tdYzKoxfZmswz17l2xw6rC9CcZ3/Upz9vLAYa7+dxbNI926lsZLYjc/f/Bh+JPwJyL9H9xcUDGuvA9h47kdu8dQlLU5/5bWtxFMaYO9iUZZBIt7gWW2+zJ+dT2k9enadoothorMq4LmfIYyjyV5mQnKJZTBuqoVGNi+OlyVanM1r1X5RPST8N//QxrILKGBPGS5NlYBKWx5/28tEwth5HVOXtbwUpKUOJD6UxzCMo4wGL3uTYZXXl60JSJqddeMvM0VeAFdiUXaL+311Py+AY/4oj9dF9lP6XAAAAAADPx38hnyuoIlm2eQAAAABJRU5ErkJggg==)

**Code breakdown**

**First, is the D3 code:**

* I start by defining some canvas size function beginning with: function svg\_height() {return parseInt(svg.style('height'))}. These allow for the correct relative placement and size, as well as adapting to a window resize. For example: function actual\_max() {return d3.max(data, function (d) {return d.y; }); } obtains the value of the longest bar, and then: function col\_width() {return (svg\_width() / actual\_max()) \* 0.55; } makes sure that the largest rectangle (representing a bar) drawn is 55% the size of the window. I used to define these as regular D3 variables, but found that as functions, they worked more consistently when running with Shiny.
* With var bars = svg.selectAll('rect').data(data);, we create a new rectangle – better said, a new rectangle set. Just like with geom\_rect(), if you pass a vector with multiple values, it will create multiple rectangles. The last function, data(), tells D3 to use the data data set, which is the default name that r2d3 is using when it translates our data.frame to a D3-friendly format. This is the “secret sauce” that allows us to use that data as attributes of the plot.
* The rectangles are initially drawn with: bars.enter().append('rect'). This will work fine as long as nothing changes. But with Shiny, we want change, so in a later section, I will introduce the bars.transition() function.
* Next, are the attributes (.attr). Attributes are interesting in these kinds of objects. They are all named as a character variable (x, fill, etc.), so it’s essentially free-form. Each type of D3 shape has its own set of expected attributes, such as x, y, and width, but I can also pass a “made-up” attribute and the script will not fail. In other words, if you pass an attribute of a “reserved” name for the shape. it will be used; for example, r is the attribute for radius of a D3 circle. But if the attribute does not exist, it just becomes metadata that we can use later on if we want. This comes in handy if we want an ID field to be passed to Shiny, but that ID field is not displayed in the plot. The downside is that a misspelled attribute will fail silently, so it makes debugging a bit difficult. In other words, make sure that your attributes are spelled correctly! In the meantime, defining x is easy because we want it to be as far to the left as possible.
* Most attributes are set based on data passed via r2d3. We do that by wrapping the value of the attribute inside a function. We already told D3 where the data comes from, so it is implied that in function(d) the data object will be represented by d. Another interesting thing about these functions is the second argument, usually represented by i. It represents the “row number” of the observation. This means that a function like function(d, i) { return d.x \* i} will give the attribute the value of the x variable of the data.frame we passed to r2d3, times the row number. So .attr('fill', function(d) {return d.fill; }) simply passes the fill value of our data.frame to D3. Notice that we can name these fields whatever we want; we just need to map them appropriately. With a primer, I found that it’s better to keep either matching (or at the very least, generic) names so we can use them for other plots.
* The on() functions track named events, such as click, mouseover, and mouseout.
* The click function will use a Shiny JavaScript function that makes the interaction possible. In Shiny.setInputValue('bar\_clicked', d3.select(this).attr('id'), {priority: 'event'});, I specify the name of the input inside Shiny, so bar\_clicked becomes input$bar\_clicked in R. The attribute id is the value passed to R via that input. This is only a brief introduction to the topic; a much more detailed explanation with illustrations can be found in the [r2d3 site](https://rstudio.github.io/r2d3/articles/shiny.html#d3-to-shiny).
* The mouseover and mouseout events are used to get the color-changing, hover-over effect. On mouseover, the fill attribute is updated to use the highlighting color and then restore it to the original color when the pointer leaves with mouseout.

**For the R/Shiny code:**

* As mentioned above, using r2d3\_file <- tempfile() and then writeLines(r2d3\_script, r2d3\_file) is done to keep the D3 and R code in one location. This allows you to copy and run the script without worrying about dependencies.
* r2d3 includes functions to interact with Shiny. The d3Output() function is used in the ui section of the app, and renderD3() is used in the server section of the app.
* Using dplyr, the forcats::gss\_cat data is transformed to fit what the primer expects. In other words, the variable that the total count obtained with tally() is renamed to y. Additionally, new fields are added to specify the colors. A note about colors with D3: you can pass color names (“red”), or the Hex code of the color (“#E69F00”). Some additional tips for Hex color selection can be found in the [ggplot2 cookbook](http://www.cookbook-r.com/Graphs/Colors_(ggplot2)/#a-colorblind-friendly-palette). A very nice application to test different color schemes and explore contrast with different color deficiencies is [here](http://projects.susielu.com/viz-palette).
* Thanks to the fact that the r2d3() function uses the data as its first argument, we can simply pipe (%>%) the dplyr transformations directly to it. The only argument to pass to r2d3() is the location of the new temporary file.

**The full example**

Here is the full code for the sample app linked above. The D3 script is what I would consider a more complete “primer” that you can use in other apps. Copy and run the code to try out the Shiny app; as mentioned before, it should run without having to worry about any other file dependencies. More explanation and code breakdown is available after this code section:

library(shiny)

library(dplyr)

library(r2d3)

library(forcats)

library(DT)

library(rlang)

r2d3\_script <- "

// !preview r2d3 data= data.frame(y = 0.1, ylabel = '1%', fill = '#E69F00', mouseover = 'green', label = 'one', id = 1)

function svg\_height() {return parseInt(svg.style('height'))}

function svg\_width() {return parseInt(svg.style('width'))}

function col\_top() {return svg\_height() \* 0.05; }

function col\_left() {return svg\_width() \* 0.20; }

function actual\_max() {return d3.max(data, function (d) {return d.y; }); }

function col\_width() {return (svg\_width() / actual\_max()) \* 0.55; }

function col\_heigth() {return svg\_height() / data.length \* 0.95; }

var bars = svg.selectAll('rect').data(data);

bars.enter().append('rect')

.attr('x', col\_left())

.attr('y', function(d, i) { return i \* col\_heigth() + col\_top(); })

.attr('width', function(d) { return d.y \* col\_width(); })

.attr('height', col\_heigth() \* 0.9)

.attr('fill', function(d) {return d.fill; })

.attr('id', function(d) {return (d.label); })

.on('click', function(){

Shiny.setInputValue('bar\_clicked', d3.select(this).attr('id'), {priority: 'event'});

})

.on('mouseover', function(){

d3.select(this).attr('fill', function(d) {return d.mouseover; });

})

.on('mouseout', function(){

d3.select(this).attr('fill', function(d) {return d.fill; });

});

bars.transition()

.duration(500)

.attr('x', col\_left())

.attr('y', function(d, i) { return i \* col\_heigth() + col\_top(); })

.attr('width', function(d) { return d.y \* col\_width(); })

.attr('height', col\_heigth() \* 0.9)

.attr('fill', function(d) {return d.fill; })

.attr('id', function(d) {return d.label; });

bars.exit().remove();

// Identity labels

var txt = svg.selectAll('text').data(data);

txt.enter().append('text')

.attr('x', width \* 0.01)

.attr('y', function(d, i) { return i \* col\_heigth() + (col\_heigth() / 2) + col\_top(); })

.text(function(d) {return d.label; })

.style('font-family', 'sans-serif');

txt.transition()

.duration(1000)

.attr('x', width \* 0.01)

.attr('y', function(d, i) { return i \* col\_heigth() + (col\_heigth() / 2) + col\_top(); })

.text(function(d) {return d.label; });

txt.exit().remove();

// Numeric labels

var totals = svg.selectAll().data(data);

totals.enter().append('text')

.attr('x', function(d) { return ((d.y \* col\_width()) + col\_left()) \* 1.01; })

.attr('y', function(d, i) { return i \* col\_heigth() + (col\_heigth() / 2) + col\_top(); })

.style('font-family', 'sans-serif')

.text(function(d) {return d.ylabel; });

totals.transition()

.duration(1000)

.attr('x', function(d) { return ((d.y \* col\_width()) + col\_left()) \* 1.01; })

.attr('y', function(d, i) { return i \* col\_heigth() + (col\_heigth() / 2) + col\_top(); })

.attr('d', function(d) { return d.x; })

.text(function(d) {return d.ylabel; });

totals.exit().remove();

"

r2d3\_file <- tempfile()

writeLines(r2d3\_script, r2d3\_file)

ui <- fluidPage(

selectInput("var", "Variable",

list("marital", "rincome", "partyid", "relig", "denom"),

selected = "marital"),

d3Output("d3"),

DT::dataTableOutput("table"),

textInput("val", "Value", "Married")

)

server <- function(input, output, session) {

output$d3 <- renderD3({

gss\_cat %>%

mutate(label = !!sym(input$var)) %>%

group\_by(label) %>%

tally() %>%

arrange(desc(n)) %>%

mutate(

y = n,

ylabel = prettyNum(n, big.mark = ","),

fill = ifelse(label != input$val, "#E69F00", "red"),

mouseover = "#0072B2"

) %>%

r2d3(r2d3\_file)

})

observeEvent(input$bar\_clicked, {

updateTextInput(session, "val", value = input$bar\_clicked)

})

output$table <- renderDataTable({

gss\_cat %>%

filter(!!sym(input$var) == input$val) %>%

datatable()

})

}

shinyApp(ui = ui, server = server)

**Additions to D3 code**

Hopefully, you can see a coding pattern emerging in the more lengthy example above. Here are some explanations for items that are new or outside the pattern:

* The bars.transition() function “re-draws” the shape or text when the underlying data changes, when we make a change within the Shiny app. The duration() function defines the time that the changes take. Be sure to copy all of the attributes from the enter() function. This is needed when adding D3 plots into a Shiny app.
* The var txt = svg.selectAll('text').data(data); code adds a new text object, similar to geom\_text(). The same coding pattern as the rect shape applies. The additions are: a text() function that defines what its displayed on screen (note that there’s no attr('text',...), and the style() function to allow setting the font type size.

**Setting up the Shiny interactivity**

There are three options to integrate the Shiny input created inside the D3 script:

1. Have a given Shiny output react to the D3/Shiny input. An example would be to use it as a value to filter data in filter(id\_field == input$bar\_clicked). This works OK when there are not too many plots to integrate, but for a large dashboard, the second option would be better. An example of this approach can be found [here](https://rstudio.github.io/r2d3/articles/shiny.html#shiny-code).
2. Use Shiny’s observeEvent() to monitor the D3/Shiny input and have it run a specific action based on the value of the input. I usually use this approach to update another Shiny input in the app, and that is the approach used in this app.
3. Use the reactive() function to wrap all of the data transformations that are common across all of the plots inside the dashboard. Then have each plot use that function as the base of further dplyr transformations. That approach can be found in the [Enterprise Dashboards article](http://db.rstudio.com/best-practices/dashboards/) on db.rstudio.com; here is [a direct link to the code](https://github.com/sol-eng/db-dashboard/blob/f3f42eabe722207510e6670ad81e36722e0b3d44/local_app.R#L91-L116).

**Other R additions**

A few additional tips that are helpful, but not mandatory:

* To get the effect of keeping the selected bar with a different color than the others, I used an ifelse() inside the mutate() that checks if a particular row matches to the selected input: fill = ifelse(label != input$val, "#E69F00", "red").
* In this line: mutate(label = !!sym(input$var)), I am using rlang’s convention to allow for the plot to change the field that it is displaying. This is a very rare requirement in an app, so I hope that it doesn’t throw anyone off. This is an advanced R programming concept not necessary for D3/Shiny.
* I decided to use a separate field with the total count (y) and the label that will be shown in that bar (ylabel). It was easier for me to edit the format in R than in D3. Some may decide to do that in the D3 script.

**RStudio 1.2**

If you have the RStudio IDE Preview Release installed, you can easily preview the D3 visualization right in the Viewer pane. Information on how to do this is [here](https://rstudio.github.io/r2d3/#d3-preview).

In the first line in the script above, there is a D3 comment line with metadata that RStudio will pass to r2d3 so that you do not run R code in the console to see a preview. This integration also lets us use the IDE to edit the D3 file, which accelerates learning D3.

To try this out with the visualization above, copy and paste the contents of the r2d3\_script variable to a new D3 file inside the RStudio IDE.

**Closing words**

Thank you for making it this far! Even if you were just skimming, I hope one or two things I’ve shown were interesting enough to consider trying out the exercise.

Sometimes, we forget how far we have progressed on a subject and forget what it feels like to begin the learning process. Hopefully these explanations avoid this pitfall and will simplify your learning experience. Please feel free to ask questions or start a topic of discussion at [community.rstudio.com](https://community.rstudio.com/), where many are happy to help!

Here are some additional links to resources that you may want to check out. The first two I wrote for RStudio documentation:

* [Using r2d3 with Shiny](https://rstudio.github.io/r2d3/articles/shiny.html)
* [Enterprise-ready dashboards](http://db.rstudio.com/best-practices/dashboards/#using-r2d3-for-interactivity-and-drill-down)
* The [D3 API reference](https://github.com/d3/d3/blob/master/API.md) is really good, I use it often.
* The [r2d3 site](https://rstudio.github.io/r2d3/) has a great Gallery and articles to review. It has a section about [learning D3](https://rstudio.github.io/r2d3/articles/learning_d3.html).